**K23-0607 DS LAB # 7 Oct 10,2024**

**Question # 1**

#include <iostream>

using namespace std;

void swap(int &a, int &b) {

int temp = a;

a = b;

b = temp;

}

int partition\_ascending(int\* arr, int s, int e) {

    int mid = s + (e - s) / 2;

    int pivot = arr[mid];

    swap(arr[mid], arr[e]);

    int i = s - 1;

    for (int j = s; j < e; j++) {

        if (arr[j] <= pivot) {

            i++;

            swap(arr[i], arr[j]);

        }

    }

    swap(arr[i + 1], arr[e]);

    return (i + 1);

}

void Quick\_Sort\_Ascending(int\* arr, int s, int e) {

    if (s >= e) {

        return;

    }

    int p = partition\_ascending(arr, s, e);

    Quick\_Sort\_Ascending(arr, s, p - 1);

    Quick\_Sort\_Ascending(arr, p + 1, e);

}

int partition\_descending(int\* arr, int s, int e) {

    int mid = s + (e - s) / 2;

    int pivot = arr[mid];

    swap(arr[mid], arr[e]);

    int i = s - 1;

    for (int j = s; j < e; j++) {

        if (arr[j] >= pivot) {

            i++;

            swap(arr[i], arr[j]);

        }

    }

    swap(arr[i + 1], arr[e]);

    return (i + 1);

}

void Quick\_Sort\_Descending(int\* arr, int s, int e) {

    if (s >= e) {

        return;

    }

    int p = partition\_descending(arr, s, e);

    Quick\_Sort\_Descending(arr, s, p - 1);

    Quick\_Sort\_Descending(arr, p + 1, e);

}

int\* Sort\_Array\_In\_Ascending(int\* arr, int n) {

    int\* arr1 = new int[n];

    for (int i = 0; i < n; i++) {

        arr1[i] = arr[i];

    }

    Quick\_Sort\_Ascending(arr1, 0, n - 1);

    return arr1;

}

int\* Sort\_Array\_In\_Descending(int\* arr, int n) {

    int\* arr1 = new int[n];

    for (int i = 0; i < n; i++) {

        arr1[i] = arr[i];

    }

    Quick\_Sort\_Descending(arr1, 0, n - 1);

    return arr1;

}

int main() {

    int arr[10] = {9, 2, 3, 5, 7, 1, 8, 0, 6, 4};

    int n = 10;

    int\* Ascending123 = Sort\_Array\_In\_Ascending(arr, n);

    int\* Descending123 = Sort\_Array\_In\_Descending(arr, n);

    cout << "Ascending: ";

    for (int i = 0; i < n; i++) {

        cout << Ascending123[i] << " ";

    }

    cout << endl << "Descending: ";

    for (int i = 0; i < n; i++) {

        cout << Descending123[i] << " ";

    }

    cout << endl;

    delete[] Ascending123;

    delete[] Descending123;

}

![](data:image/png;base64,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)

**Question # 2**

#include <iostream>

using namespace std;

void countingSort(int\* arr, int n, int exp, bool ascending) {

    int output[n];

    int count[10] = {0};

    for (int i = 0; i < n; i++) {

        count[(arr[i] / exp) % 10]++;

    }

    if (ascending) {

        for (int i = 1; i < 10; i++) {

            count[i] += count[i - 1];

        }

    }

    else {

        for (int i = 8; i >= 0; i--) {

            count[i] += count[i + 1];

        }

    }

    for (int i = n - 1; i >= 0; i--) {

        int index = (arr[i] / exp) % 10;

        output[count[index] - 1] = arr[i];

        count[index]--;

    }

    for (int i = 0; i < n; i++) {

        arr[i] = output[i];

    }

}

int\* radixSort123(int\* arr, int n, bool ascending) {

    int\* sorted = new int[n];

    for (int i = 0; i < n; i++) {

        sorted [i] = arr[i];

    }

    int maxi = sorted [0];

    for (int i = 1; i < n; i++) {

        if (sorted [i] > maxi) {

            maxi = sorted [i];

        }

    }

    for (int exp = 1; maxi / exp > 0; exp \*= 10) {

        countingSort(sorted, n, exp, ascending);

    }

    return sorted;

}

int main() {

    int arr[10] = {9, 2, 3, 5, 7, 1, 8, 0, 6, 4};

    int n = 10;

    int\* ascending = radixSort123(arr, n, true);

    int\* descending = radixSort123(arr, n, false);

    cout << "Ascending : ";

    for (int i = 0; i < n; i++) {

        cout << ascending [i] << " ";

    }

    cout << endl;

    cout << "Descending : ";

    for (int i = 0; i < n; i++) {

        cout << descending [i] << " ";

    }

    cout << endl;

    delete[] ascending;

    delete[] descending;

}

![](data:image/png;base64,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)

**Question # 3**

#include<iostream>

using namespace std;

void Merge\_Ascending( int\* arr, int s, int e, int mid){

    int len1 = mid - s + 1;

    int len2 = e - mid;

    int\* temp1 = new int [len1];

    int\* temp2 = new int [len2];

    int k = s;

    for( int i=0; i<len1; i++){

        temp1[i] = arr[k++];

    }

    for( int i=0; i<len2; i++){

        temp2[i] = arr[k++];

    }

    int index1 = 0;

    int index2 = 0;

    k = s;

    while( index1 < len1 && index2 < len2 ){

        if( temp1[index1] < temp2[index2] ){

            arr[k++] = temp1[index1++];

        }

        else{

            arr[k++] = temp2[index2++];

        }

    }

    while( index1 < len1 ){

        arr[k++] = temp1[index1++];

    }

    while( index2 < len2 ){

        arr[k++] = temp2[index2++];

    }

    delete[]temp1;

    delete[]temp2;

}

void Merge\_Descending( int\* arr, int s, int e, int mid){

    int len1 = mid - s + 1;

    int len2 = e - mid;

    int\* temp1 = new int [len1];

    int\* temp2 = new int [len2];

    int k = s;

    for( int i=0; i<len1; i++){

        temp1[i] = arr[k++];

    }

    for( int i=0; i<len2; i++){

        temp2[i] = arr[k++];

    }

    int index1 = 0;

    int index2 = 0;

    k = s;

    while( index1 < len1 && index2 < len2 ){

        if( temp1[index1] > temp2[index2] ){

            arr[k++] = temp1[index1++];

        }

        else{

            arr[k++] = temp2[index2++];

        }

    }

    while( index1 < len1 ){

        arr[k++] = temp1[index1++];

    }

    while( index2 < len2 ){

        arr[k++] = temp2[index2++];

    }

    delete[]temp1;

    delete[]temp2;

}

void Merge\_Sort\_Ascending( int\* arr, int s, int e){

    if( s >= e ) return;

    int mid = s + ( e-s )/2;

    Merge\_Sort\_Ascending( arr, s, mid );

    Merge\_Sort\_Ascending( arr, mid + 1, e );

    Merge\_Ascending( arr, s, e, mid );

}

void Merge\_Sort\_Descending( int\* arr, int s, int e){

    if( s >= e ) return;

    int mid = s + ( e-s )/2;

    Merge\_Sort\_Descending( arr, s, mid );

    Merge\_Sort\_Descending( arr, mid + 1, e );

    Merge\_Descending( arr, s, e, mid );

}

int\* Sort\_Array\_In\_Ascending( int\* arr, int n ){

    int \*arr1 = new int [n];

    for(int i=0; i<n; i++){

        arr1[i] = arr[i];

    }

    Merge\_Sort\_Ascending( arr1, 0, n-1 );

    return arr1;

}

int\* Sort\_Array\_In\_Descending( int\* arr, int n ){

    int \*arr1 = new int [n];

    for(int i=0; i<n; i++){

        arr1[i] = arr[i];

    }

    Merge\_Sort\_Descending( arr1, 0, n-1 );

    return arr1;

}

int main(){

    int arr[10] = {9,2,3,5,7,1,8,0,6,4};

    int n = 10;

    int\* Ascending123 = Sort\_Array\_In\_Ascending( arr, n );

    int\* Descending123 = Sort\_Array\_In\_Descending( arr, n );

    cout  << "Ascending : " << " ";

    for(int i=0; i<n; i++){

        cout << Ascending123[i] << " ";

    }

    cout << endl << "Descending : " << " ";

    for(int i=0; i<n; i++){

        cout << Descending123[i] << " ";

    }

}
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**END**